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Abstract : Adaptation of software systems is almost an inevitable process, due to the change in customer requirements, 
needs for faster development of new, or maintenance of existing, software systems, etc. No doubt numerous techniques 
have been developed to deal with adaptation of software systems. In this paper we present an overview of some of these 
techniques. As the first step in the development of software solution it is our opinion that software architecture should itself 
be adaptable for the final software system to be adaptable. In order to systematically support adaptation at the 
architectural level, this paper adapts the NFR (Non-Functional Requirements) Framework and treats software adaptability 
requirement as a goal to be achieved during development. Through this adaptation, then, consideration of design 
alternatives, analysis of tradeoffs and rationalization of design decisions are all carried out in relation to the stated goals, 
and captured in historical records. This NFR approach can also be adapted to a knowledge-based approach for (semi-
)automatically generating architectures for adaptable software systems and we also discuss how this can be achieved. 

Categories and Subject Descriptors - Software -Software Engineering - Requirements/Specifications (D.2.1): 
Methodologies (e.g., object-oriented, structured); Software -Software Engineering - Management (D.2.9): Software 
process models (e.g., CMM, ISO, PSP); Computing Methodologies -Simulation and Modeling - Model Development 
(I.6.5); 

------------------------------------------♦------------------------------------- 

 

1. INTRODUCTION 

Adaptation of software systems is almost an inevitable 
process. In fact it may even make sense to view adaptation 
as an important part of the software development lifecycle. 
The factors requiring software adaptation are several and 
include changing customer requirements, need for faster 
development of new software, adding new software 
features, and fixing software defects during the 
maintenance phase of software lifecycle. Since 
maintenance phase consumes about 50% of software 
development cost [1,48], an adaptable software system 
could perhaps save a large fraction of this cost. There are 
several examples of software adaptation and some of 
these are mentioned below: 

1. A dual-mode cell phone that automatically 
switches between the two systems depending 
upon currently available service. 

2. Dynamic uploading of firmware without need to 
reboot the system. 

3. A command-processing system that is capable of 
accepting commands of different versions. 

4. A software system being able to operate on 
different OS - Solaris, Windows. 

5. Performing system maintenance functions such as 
backup or garbage collection when the system is 
least busy. 

6. A dynamically changeable format - from 2 digit 
year to 4 digit year; change units of measurement 
(the problem that caused the failure of Mars 
Climate Orbiter [49]). 

7. Mars Pathfinder project [4] could be salvaged as 
the software had the ability to be modified in the 
field. 

8. eLiza project at IBM [5] - develops self-managing 
systems. 
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Before proceeding further it may perhaps be worthwhile to 
define adaptation or adaptability. However, here we run 
into a problem of many unclear and inconsistent definitions 
in the literature. We give a representative sample below: 

1. "Self-adaptive software modifies its own behavior 
in response to changes in its operating 
environment." [6]. 

2. "Adaptability is defined as the ease with which a 
system or parts of the system may be adapted to 
the changing requirements." [7]. 

3. "A program is called adaptable if it can be easily 
changed. A program is called adaptive if it changes 
its behavior automatically according to its context." 
[8]. 

4. ".a software quality metric that can be used to 
assess the ease with which software allows 
differing system constraints and user needs to be 
satisfied." [9]. 

5. "Attributes of software that bear on the opportunity 
for its adaptation to different specified 
environments without 
applying other actions or means than those 
provided for this purpose for the software 
considered." [10]. 

6. "The objective of adaptive maintenance is to 
evolve any system to meet the needs of the user 
and business." [2]. 

7. "Adaptive Measures: a category of quality 
measures that address how easily a system can 
evolve or migrate." [11]. 

8. "Adaptation is an organism's or organization's 
ability to alter its internal rules of operation in 
response to external stimuli." [12]. 

9. "Over time, the original environment (e.g., CPU, 
operating system, business rules, external product 
characteristics) for which the software was 
developed is likely to change. Adaptive 
maintenance results in modification to the software 
to accommodate changes to its external 
environment." [13]. 

10. "Adaptive evolution changes the software to run in 
a new environment." [14]. 

Numerous techniques have been developed to deal with 
adaptation of software systems and each of these 
techniques has its own context of applicability. In this paper 
we present an overview of some of these techniques. 
However, very few of these techniques trace the solutions 
developed to their requirements. 

In order to illustrate the approach that we have taken to 
tackle adaptability we give our definition of this NFR. Our 
definition is consistent with the spirit of [3]. An NFR such as 
adaptability tends to be a global property of a software 
system. In order to ensure that the software system finally 
developed exhibits the NFRs required, it is our opinion that 
the NFRs such as adaptability should be considered at the 
first step in the development of software solution, viz., in 
the software architecture itself. In order to systematically 
support adaptation at the architectural level, we adapted 
the NFR Framework [15,16,17,50]. The NFR Framework 
allows goal-oriented development of software and software 
adaptability is treated as one of the goals to be achieved 
during development. Through this adaptation, 
consideration of design alternatives, analysis of tradeoffs 
and rationalization of design decisions are all carried out in 
relation to the stated goals, and captured in historical 
records. 

While the NFR Framework helps develop adaptable 
software systems, we adapted the NFR Framework to 
develop a knowledge-based system that will develop 
adaptable software architectures based on the 
requirements. We discuss this idea later in this paper. This 
knowledge base can also capture the services, as 
proposed in [2]. 

In this paper we have used the words adaptation and 
evolution somewhat synonymously. We first present in the 
Related Work section, a summary of some of the 
techniques used for dealing with adaptability; in the 
subsequent section, The NFR Approach, we present our 
definition of adaptability, introduce the NFR Framework 
and illustrate the use of the NFR Framework; in the next 
section, Knowledge-Based Approach, we demonstrate how 
the NFR Framework can be used to (semi-)automatically 
develop adaptable systems using a knowledge base of 
NFR Framework components; and in the final section we 
conclude our work. 

2. RELATED WORK 

We need a methodology consisting of notations, 
methods/techniques, and guidelines, that also allows for 
establishing traceability to the "whys" of the techniques, 
viz., the requirements. Our partial survey of the existing 
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literature on adaptation has led us to categorize techniques 
used to deal with adaptation into the following: 
architecture-based techniques, component-based 
techniques, code-based techniques, genetic algorithm 
techniques, dynamic adaptation techniques, and 
adaptation methodologies. 

A comprehensive adaptation technique that spans various 
adaptation requirements is given in [6]. In this technique, 
an adaptable system has embedded in it two managers - 
one for adaptation and the other for evolution. The 
adaptation manager takes high level decisions which are 
implemented by the evolution manager; the entire process 
is iterative. In [18] a framework for real-time software 
system adaptation, called RESAS (Real-time Software 
Adaptation System) is proposed. This framework permits a 
real-time system to adapt to timing constraints and to 
hardware failures. In [19] an adaptive software architecture 
(called multigraph architecture) for digital signal processing 
applications has been developed. This architecture, which 
is a signal flow graph, permits dynamic changing of graph 
nodes, to alter the execution sequence on the fly. In [20] 
the Odyssey architecture is proposed. Here, the operating 
system controls the fidelities of various applications 
running on a mobile phone based on the rate of power 
consumption, the aim being to conserve power as much as 
possible or as much as required by the user of the mobile. 
In [21] the Simplex Architecture has been described. This 
architecture permits online evolution of real-time systems 
by using a middleware that talks to the various components 
of the architecture using the publish/subscribe mechanism. 
This mechanism lets new components be created on the 
fly and replace existing components. In [22], the 
VEHICLES developing environment of NASA has been 
described. VEHICLES provides flexible developing 
environment which has been used for developing mission-
critical systems. 

Component-based techniques hope to leverage the 
advantages of component-based software development. In 
[23] domain-specific software architecture (DSSA) is used 
for evolution. Any architecture of a software system is an 
instance of the DSSA and evolution is achieved by creating 
another instance of the DSSA with the needed 
modifications. Another way to evolve is to use coordination 
contracts [24, 25] in an object-oriented environment. A 
coordination contract is a set of rules and constraints on 
the interaction between any two objects and the contract 
superposes its behavior on the interaction of the two 
objects between which the contract is valid. Adaptation is 
achieved by changing the contract and not the objects. 
Design components [26] are another way of adapting. 
Design components are collections of design patterns [27]. 

The design components can be customized and composed 
to form software architectures. Another way is to provide 
an adaptable interface to each component [28]. The code 
in the adaptable interface can be changed as required to 
achieve the needed adaptation without making any 
changes to the component. Yet another way to achieve 
adaptation is to use delegation [29] between objects in an 
object-oriented environment. In delegation the "this" 
parameter is set to the caller of the method and not to the 
callee of the method. This lets the caller call different 
objects to achieve the needed adaptation. Languages such 
as DARWIN, LAVA and JAVA support delegation. In [30], 
binary component adaptation is performed for changing 
Java classes on the fly. The byte code of any class that 
has to be adapted is changed just before the class is 
loaded into the JVM. The application of fuzzy logic to 
component adaptation is described in [31]. Components 
are modeled using fuzzy membership functions which are 
then trained to adapt using different algorithms. 
Superimposition has been used for adaptation of 
components in [32]. In superimposition different behavior 
can be superimposed on an object to change its original 
behavior in a manner transparent to the object's clients. In 
[33] a real-time component factory for developing 
adaptable components for distributed systems is proposed. 
The real-time component factory develops components 
that can be customized for task priority and exception 
handling policy, by providing specific interfaces for 
customizing these services. 

The code-based techniques change the software code to 
achieve adaptation. [34] is one of the first papers on 
adapting systems based on code. The paper proposes a 
scheme to develop adaptable systems. In [1], an extensible 
system called Extension Interpreter (EI) is proposed. EI 
works on an UNIX environment and permits new 
commands to be added to the system while the system is 
running. [35] discusses the problems faced and solutions 
found in the STARS (Software Technology for Adaptable, 
Reliable Systems) project for ARPA. A calculus for 
program adaptation can be found in [36]. This paper 
develops mathematical models for program adaptation 
based on incrementation, merging, modification and 
composition. Using these models any program adaptation 
along these methods can be mathematically achieved. [38] 
gives some "laws" on software evolution. There are 
techniques that use genetic algorithms [31, 37] to deal with 
adaptation. Here the evolution of individual components 
occurs via the processes of recombination and mutation. 
Then the suitable components for the environment are 
selected. 
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There are techniques that adapt a software system 
dynamically, i.e., when the software system is running. 
Some of these techniques have been mentioned earlier 
[19,29,30]. In [39] a connector-based adaptation is 
described. The connectors, called co-operative action (CO 
action) are treated as first-class entities. Each CO action 
describes a collaboration between classes. In order to 
achieve adaptation, the collaborations between classes are 
changed on the fly, without changing the classes. 

In [40] a methodology for designing adaptive applications is 
discussed. One of the points made is that the user should 
be involved in decisions to determine the extent to which 
an application should adapt in the given environment. In 
[41], machine learning has been recommended as a way to 
adapt general solutions. Using different learning 
algorithms, solutions for specific situations can be 
developed. In [42], a software evolution process has been 
described. In this process, firstly the requirements 
specifications are iteratively developed in consultation with 
the user. The design specification is then developed; 
however, during verification, each design specification 
should be a refinement of the corresponding requirement 
specification and not an evolution of the latter. Finally the 
implementation should be a refinement of the design and 
not an evolution. In [43], the EVO method used at HP is 
described, wherein several incremental cycles are used. 
[44] gives some requirements that an adaptable system 
should satisfy, viz., extensibility, flexibility, performance 
tunability and fixability. In [12] the adaptive software 
development methodology is proposed. This methodology 
has three steps: speculate (which gives the general idea of 
where to go in building the software system), collaborate 
(shared development of software) and learn (from 
experience). 

3.  THE NFR APPROACH 

The various techniques and methodologies that we have 
mentioned in the previous section certainly have deepened 
our understanding of the nature of adaptability, especially 
in the particular domains considered and with the particular 
definitions given. The NFR Approach that we propose here 
is intended to be applicable to any such techniques or 
methodologies, regardless of the domain and definition of 
adaptability. Instead of proposing a single solution, the 
NFR Approach allows alternative solutions to be explored. 
Additionally, the NFR approach allows for decomposition of 
the NFR adaptability depending on the domain, or the 
application, and permits criticalities to be allocated to 
different NFRs of the decomposition. Also, the NFR 
approach allows for the consideration of design tradeoffs, 

as well as an interactive assessment of the degree to 
which NFRs such as adaptability are achieved. 

3.1  Definition of Software Adaptability 

The definition for software adaptability that we give below 
is consistent with the spirit of [3]. This definition has been 
mentioned earlier in [45, 46, 47], and re-presented below. 

Adaptation means change in the system to accommodate 
change in its environment. More specifically, adaptation of 

a software system (S) is caused by change from an old 
environment (E) to a new environment (E'), and results in a 
new system (S') that ideally meets the needs of its new 
environment (E'). Formally, adaptation can be viewed as a 
function: 

 

A system is adaptable if an adaptation function exists. 
Adaptability then refers to the ability of the system to make 
adaptation. 

Adaptation involves three tasks: 

1. ability to recognize  

2. ability to determine the change  to be made to 

the system S according to  

3. ability to effect the change in order to generate the 
new system S'. 

These can be written as functions in the following way: 

 

The meet function above involves the two tasks of 
validation and verification, which confirm that the changed 
system (S') indeed meets the needs of the changed 
environment (E'). The predicate meet is intended to take 
the notion of goal satisficing of the NFR Framework 
[15,16,17,50], which assumes that development decisions 
usually contribute only partially (or against) a particular 
goal, rarely "accomplishing" or "satisfying" goals in a clear-
cut sense. Consequently generated software is expected to 
satisfy NFRs within acceptable limits, rather than 
absolutely. 
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Figure 1 explains the relationship between the various 
symbols described above. 

 

3.2  The NFR Approach to Adaptability 

In applying the NFR Framework to adaptability, based on 
the definition of adaptability and the domain requirements, 
the NFR softgoal adaptability is first decomposed into its 
constituent NFRs - this is illustrated by the top part of the 
SIGs in Figures 3 and 5. Then a determination of the 
extent of satisficing of the various NFR softgoals by the 
design softgoals (for a particular architecture) is made. 
This is represented by the satisficing links between the 
upper part and the lower part of the SIGs in Figures 3 and 
5. Whether the design softgoals meet the requirements can 
be decided by the developer from the SIG. 

Another way to use the NFR Framework is in the 
knowledge base approach discussed next. Advantages of 
the NFR Framework are several including: 

 the history of design decisions is recorded in 
graphs 

 development knowledge can be organized into 
catalogs 

 it is very easy to recollect past decisions from the 
graphs. 

 

4. CONCLUSION 

In this paper we have discussed a way to deal with the 
important non-functional requirement (NFR) of software 
adaptation, along with some motivations for, and survey of, 
techniques for adaptation. We have also shown how to 
handle definitions of this NFR in the literature, which can 
often be unclear and even inconsistent, by taking an NFR 
Approach. This approach adapts the NFR Framework 
[15,16,17,50] which helps to systematically handle NFRs 
such as adaptability. We then illustrated how the NFR 

Approach could be extended into a knowledge-based 
approach in order to use and reuse the various techniques 
for achieving software architecture adaptability, with a 
discussion of how the knowledge-based approach would 
help to (semi) automatically generate adaptable 
architectures. 

The NFR Approach is consistent with the spirit of QFD [51] 
and Dr. Barry Boehm's Spiral Model/Win-Win system[52] - 
the NFR Approach provides enough constructs to easily 
extend these techniques. To date, the NFR Approach has 
been used in analyzing adaptation in some systems [45, 
46, 47]. However, there still is a lot of work to be done. One 
concern is to find better cataloging of this NFR and those 
of its refinements. Another is to develop methods for 
different application domains so that the knowledge base 
better represents the needs of the industry. This will also 
allow industry practitioners to make use of the knowledge 
base for their own work. Also, right now we are not fully 
sure exactly how to generate the architectures. However, 
we believe that the NFR Approach to handling adaptability 
has already shown some signs of practical effectiveness 
and hopefully will be used by software practitioners. 
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