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Abstract - Upgrading compilers for object-oriented languages apply static class dissection and different
methods to attempt to reason exact qualified data about the conceivable classes of the beneficiaries of
memos; if efficacious, rapidly dispatched notes could be displaced with immediate methodology calls
and conceivably further upgraded through inline-development. By analyzing the complete legacy chart of
a system, which we call class chain of command examination, the compiler can enhance the nature of
static class qualified data and in this manner enhance run-time exhibition. In this paper we display class
chain of command examination and portray strategies for executing this examination successfully in
both statically-and alterably sorted languages and additionally in the vicinity of multi-systems. We
likewise examine how class pecking order examination could be upheld in an intuitive customizing
environment and, to some degree, in the vicinity of differentiate gathering. At last, we evaluate the
primary concern exhibition change because of class chain of importance investigation separated from
everyone else and in synthesis with two other "contending” improvements, profile-guided collector class
forecast and system specialization. optimization.

<*

INTRODUCTION and half languages like C++ [stroustrup 91], Modula-3

[nelson 91, Harbison 92], what's more Clos [bobrow
Object-oriented languages cultivate the advancement et al. 86, Paepcke 93] give non-object-oriented
of reusable, extensible class libraries and systems implicit cluster information structures that are more
[lohnson 92]. For instance, the Interviews illustrations productive than might be a commonplace class-
system [linton et al. 89] outlines an accumulation of based extensible execution utilizing powerfully
cooperating base classes. The base classes outline a  dispatched get and store operations, Sather
set of wires that are to be characterized or overridden [omohundro 94, Szypersky et al. 93] permits the
in subclasses. Customers of the system practice it to ~ programmer to unequivocally select where subtype
their utilization by giving requisiton particular ~ polymorphism is permitted, exchanging without end
subclasses of the system's base classes with the reusability for exhibition, and it is normal rehearse in
proper operations outlined. Different systems have a  C++ modifying to evade virtual capacity calls along
comparative structure, abusing legacy and alert tying regular execution ways, here and there accelerating
of memos to make library code customizable and twisted, difficult to grasp and tricky to augment code.
moldable.

Compilers can lessen the expense of powerfully
Substantial utilization of legacy and rapidly bound dispatched wires in various ways. For instance, static
memos is prone to make code more extensible and class investigation recognizes the set of conceivable
reusable, however it likewise encroaches a noteworthy ~ classes of objects saved in variables and came back
exhibition overhead, contrasted with a proportionate from statements. At times class examination
however nonextensible customize composed in a non- establishes that the collector of a note could be an
object-oriented way. In a few realms, for example example of just one class, permitting the
organized illustrations bundles, the exhibition cost of progressively dispatched inform to be reinstated with
the added adaptability furnished by utilizing an  an immediate system call (i.e., statically-bound) at

intensely object-oriented style is satisfactory. Then  order time and further advanced utilizing inline
again, in different spaces, for example fundamental ~ extension if the target system is modest. Provided
information structure libraries, numerical processing that static class examination establishes that the
bundles, rendering libraries, and follow driven re- collector of a note could be one of a modest set of
enactment systems, the expense of memo passing  classes, at that point the progressively dispatched
might be too extraordinary, driving the programmer to content might be traded with a "sort case” statement,

keep away from object-oriented modifying in the executed with an arrangement of run-time class tests,
"problem areas" of their provision. Case in point, half ~ every stretching to regulate technique calls executing
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that case; executing one or two run-time class tests
emulated by an inlined form of the called system could
be quicker than performing a general run-time
technique lookup, especially if supplemental
enhancements of the called and calling systems can
occur in the wake of inlining. Some other compiler
systems have been explored for lessening the
expense of note passing:

o Profile-guided collector class forecast can
uphold a sort packaging-style streamlining where static
investigation is unable to confirm exact qualified
information about the collector of a note. The profile
qualified data acting for the wanted collector class
dispersion of specific wires or call locales can be hard-
wired into the compiler [deutsch & Schiffman 84,
Chambers et al. 89], assembled and abused on-line
[hGezle & Ungar 94], or alternately assembled
disconnected from the net and abused by means of
recompilation [garrett et al. 94, Calder & Grunwald 94].

o Method specialization can transform quicker
particular forms of a technique for specific inheriting
subclasses; every particular rendition could be
streamlined for the specific class or classes of the
beneficiary being particular on. Specializations for a
given source technique could be handled negligently
for each inheriting subclass [chambers & Ungar 89,
Kilian 88, Lim & Stolcke 91, Lea 90] or they might be
processed specifically for assemblies of inheriting
subclasses guided by execution recurrence profiles
[dean et al. 94].

Class hierarchy dissection is a different thought for
speeding wires. The point when the compiler gathers a
strategy, it knows statically that the recipient of the
system is a few subclass S of the class C holding the
strategy. Sadly, without extra informative data, the
compiler can't streamline wires sent to the strategy's
beneficiary, since the subclass S might override any of
C's powerfully dispatched techniques for C.

Class hierarchy dissection gives this supplemental
qualified data by giving the compiler complete
information of the system's class legacy diagram and
the set of systems described on every class. In the
vicinity of this worldwide informative content about the
system being arranged, the compiler can deduce
statically a particular set of classes given that the
recipient is a subclass of the class C, and wires sent to
the strategy's recipient might be streamlined.
Specifically, if there are no overriding techniques in
subclasses, a memo sent to the strategy's recipient
could be traded with a straight method call and
possibly inlined. This kind of improvement might be
particularly critical on account of remarkably extensible
systems, where much adaptability is constructed into
the skeleton in the manifestation of rapidly dispatched
wires inside the structure base classes, however
where just a restricted divide of the potential
adaptability is abused by any specific provision. For
instance, Interviews underpins the showcase and
control of subjective graphical shapes, yet if a specific

provision just brings about a rectangle displayable
shape cement subclass, then all the alertly dispatched
calls inside the system for controlling discretionary
shapes could be reinstated with immediate calls to the
suitable rectangle routines.

CLASS HIERARCHY EVALUATION

By misusing qualified information about the structure
of the class legacy diagram, incorporating where
techniques are demarcated (however not relying on
the usage of any technique nor on the case variables
of the classes), the compiler can pick up important
static qualified information about the conceivable
classes of the collector of each system being ordered.
To represent, recognize the accompanying class

hierarchy:
class A
method m
method p
classB: A classC: A
method m method m
classD: B classE: C class F: C
method m method p

class G: F classH: F

Acknowledge the scenario where the technique p in
the class F holds a send of the m inform to self. m is
pronounced to be a virtual capacity (there are some
usage of m for subclasses of An, and the right
execution ought to be chosen progressively).
Subsequently, with just static intraprocedural class
investigation the m inform in F::p must be enabled as
a general inform send. On the other hand, by testing
the subclasses of F and discovering that there are no
overriding usage of m, the m post could be
supplanted with a straight methodology call to C::m
then after that further upgraded with inlining,
interprocedural dissection, or the like. This thinking
depends not on knowing the accurate class of the
beneficiary, as with most past methods, yet rather on
realizing that no subclasses of F override the
adaptation of m inherited by F. Class hierarchy
dissection is one regulate system for figuring out this
without programmer mediation.

Choices to Class Hierarchy Analysis Other
languages have elective methodologies for
accomplishing a comparable impact. C++ permits a
programmer to pronounce a strategy non-virtual.
This briefs the compiler that no subclass will override
the method,* permitting the compiler to execute
summons of the strategy as straight strategy calls.
Notwithstanding, this approach experiences three
shortcomings with respect to class hierarchy
dissection:
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o The C++ programmer must settle on
unequivocal choices of which strategies need to be
virtual, making the customizing methodology more
troublesome. The point when improving a reusable
system, the system planner must settle on choices
about which operations will be overridable by
customers of the skeleton, and which won't. The
choices made by the skeleton architect may not match
the necessities of the customer system; specifically, a
well-composed greatly extensible system will regularly
give adaptability that goes unused for any specific
requisition, acquiring an unnecessary run-time
exhibition cost. Interestingly, class hierarchy
examination is programmed and adjusts to the specific
framework/client fusion being enhanced.

o The virtual/non-virtual  annotations are
implanted in the source system. Provided that
developments to the class hierarchy are made that
need a non-virtual capacity to get over-burden and
alertly dispatched, the source system must be
changed. This might be especially demanding in the
vicinity of independently advanced skeletons which
customers will most likely be unable to change. Class
hierarchy investigation, as a programmed instrument,
needs no source-level changes.

In a comparable vein, Trellis [schaffert et al. 85,
Schaffert et al. 86] permits a class to be pronounced
with the no_subtypes annotation and Dylan [dyl92]
permits a class to be fixed, both of which brief the
compiler that no subclasses exist.

Execution : To make class hierarchy examination
adequate, it must be reconciled with intraprocedural
static class examination. Static class examination is a
sort of information stream examination that registers a
set of classes for every variable and articulation in a
system; the compiler utilization this informative content
to upgrade alertly bound notes, typecase comments as
in Modula-3 and Trellis, and other run-time sort
checks. Past skeletons for static class dissection in
rapidly sorted object-oriented languages have
demarcated some representations for sets of classes
[chambers & Ungar 90]:

Representation Description Source Use
Unknown the set of all classes method arguments; results of
non-mnlined message sends;
contents of instance variables
Class(C) the singleton set {C} true branch of un-time class | supports static binding
tests; literals of sends; eliminating
nun-time type chacks
Union(S;, ... §,) | union of class sets control flow merges supports “fype-casing”
if small union of classes
Difference(S). 5;) | difference of two class sets | false branch of mun-time class | avoids repeated tests

tests

Prior schemas kept tabs on the singleton class set as
the essential wellspring of improvement: if the recipient
of a post is a singleton class situated, then the memo

lookup might be determined at incorporate time and
traded with a straight method call to the target
strategy. Unions of class sets were improved just
through a typecasing streamlining, if the union
consolidated a minor number of classes.

Incremental Programming Changes : Class hierarchy
investigation may appear to be in clash with
incremental gathering: the compiler creates code
holding inserted surmises about the structure of the
system's class legacy hierarchy and technique
definitions, and the aforementioned presumptions may
change whenever the class hierarchy is modified or a
technique is included or uprooted. A modest
approach to defeating this deterrent is to just perform
class  hierarchy dissection and its ward
enhancements after system infrastructure stops. A
last parcel upgrading gathering could be had an
association with oftentimes executed programming
only preceding delivering it to clients, as a last
exhibition help.

Class hierarchy dissection could be connected
indeed, throughout engaged project growth,
nonetheless, if the compiler keeps up enough
intermodule reliance qualified information to have the
ability to specifically recompile those parts of a modify
refuted after some change to the class hierarchy or
the set of routines. In past work, we have advanced a
schema for upholding intermodule reliance qualified
data [chambers et al. 94].

This structure is successful at standing for the
accumulation conditions presented by class hierarchy
dissection.Streamlining of Incomplete Programs
Class hierarchy dissection is for the most part
successful in scenarios where the compiler has
access to the source code of the whole project, since
the entire legacy hierarchy and all strategy definitions
might be dead set; having access to all source code
likewise furnishes the compiler with the alternative of
inlining any standard once a inform send to the
normal has been statically-bound. In spite of the fact
that today's combined customizing situations make it
progressively reasonable that the entire project is
accessible for examination, there are still scenarios
where having source code for the whole project is
unrealizable. Specifically, a library may be improved
independently from customer provisions, and the
library designer may not wish to offer source code for
the library with customers. For instance, numerous
business C++ class libraries furnish just header
records and incorporated .0 documents and don't
furnish complete source code for the library.

EXPERIMENTAL ASSESSMENT
Class hierarchy examination, strategy specialization,

and profile-guided collector class forecast are
everything strategies for expanding the measure of
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class informative content accessible to the analyzer at
arrange time. All three stand for distinctive, and part of
the way covering, methodologies to tackling the same
central issue:

empowering the static tying of dynamic dispatches. In
this segment, we look at the viability of the
aforementioned three methodologies in detachment
and in blend, concentrating on the accompanying
inquiries:

) What is the effect of class hierarchy
examination on system streamlining?
o How viable is class hierarchy dissection in

illustration to specialization? Can supplemental profit
be picked up from joining together class hierarchy
dissection and specialization?

o How much profit does class hierarchy
examination give to a framework that as of now
performs profile-guided beneficiary class expectation?

We inspect the aforementioned issues in the
connection of a usage of Cecil, a perfect object-
oriented language with multi-routines. Table portrays
the four medium-to expansive Cecil customizes that
we utilized as benchmarks.

class forecast for a minor set of normal wires,
conclusion advancements, and other standard
intraprocedural enhancements for example dead code
end.

. cha: Standard (sexually transmitted disease)
increased by class hierarchy examination. Class
hierarchy investigation is utilized to give class qualified
information about the receiver(s) of a strategy and to
verify when posts sends are ensured to flop.

o cha-recv just: Standard increased by a
constrained utilization of class hierarchy dissection.
The outcomes of class hierarchy investigation are
utilized just to give class qualified data about the
receiver(s) of a technique, not to streamline
exceptional cases after run-time class tests.

Class Hierarchy Analysis and Specialization

Method specialization makes different duplicates of a
solitary source strategy, every one of which is
assembled with more exact static class qualified
information  about the strategy receiver(s)
subsequently empowering static tying and inlining of
contents sent to self. Class hierarchy investigation
makes a comparative commitment. In some sense,
specialization and class hierarchy dissection are
contending methodologies to picking up the same
kind of informative data. A paramount inquiry, then,

. . iswhatare the relative profits and expenses of the

Program Lines’ Description o systgms?" Since a specific technique has careful
Richards 400 | Operating systems sim oG oo T rmatlye data_a}bout the rec.el\'/er('s) of _the
= Strategy, lwe might envision that specialization might

InstrSched 2.400 | MIPS global instruction schadglék preferred comes about over class hierarchy
. - : : vestigation, yet specialization collects its profits at
Typechecker 17.000 | Cecil static typechecker e expense of expanded aggregated code space. In
Compiler 40,700 | Cecil optimizing compiler thls ared, we test the effect _of_ class hlerarchy
dissectiom and strategy specialization, both in

a. Not including 8 170-line standard library. detachment and in combo, utilizing the

b. The typechecker and compiler share approximately 12,000 lines ocfcetmpanying set of compiler improvements:

Table : Cecil Benchmarks

Adequacy of Class Hierarchy Analysis : Since class
hierarchy dissection gives the compiler supplemental
qualified information about the classes of modify
variables specifically the receiver(s) of the post being
ordered), we might want that the compiler might have
the capacity to statically tie more dynamic dispatches.
This is especially imperative in usage of unadulterated
object oriented languages which depend on hard-wired
class forecast to recuperate a great part of the
overhead of client characterized control structures and
fundamental math operations.

To measure the effect of class hierarchy examination,
we aggregated our four benchmark systems utilizing
the taking after set of compiler improvements:

o sexually transmitted disease: Standard static
intraprocedural examinations, incorporating iterative
intraprocedural class dissection, inlining, hard-wired

. sexually transmitted disease: Standard static
intraprocedural breakdowns, as portrayed in
segment 3.1.

. cha: Standard increased by class hierarchy
dissection.

. cust-k:  Standard increased by the

customization type of system specialization.

Customization's profit has a go at the expense of
expanded gathered code space costs. Indeed, for
the two minor arrangements, arranged code space
for cust more than multiplied in respect to cha. For
the bigger projects, the extra space cost of this
modest type of customization, regardless of the fact
that compelled to alter just on the first beneficiary
formal, transformed systems excessively imposing to
incorporate.
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Class Hierarchy Analysis and Profile-guided Receiver
Class Prediction Profile-guided beneficiary class
forecast has been indicated to considerably enhance
the exhibition of requisitions composed in perfect
object-oriented languages. It is vague whether
including class hierarchy dissection to a framework
that as of recently performs profile-guided collector
class expectation might bring about any noteworthy
enhancements [holzle 94]. To test this inquiry, we
used the accompanying compiler arrangements:

Standard

o sexually transmitted disease:

intraprocedural improvements.

o profile: Standard increased with profile-guided
collector class expectation.

o profile+cha: Standard increased with profile-
guided collector class expectation and class hierarchy
investigation.

o profile+cha-recv just: Standard enlarged with
profile-guided recipient class forecast and a restricted
class hierarchy investigation that just uses class
hierarchy investigation for recipient class qualified
data.

OTHER RELATED WORK

An elective to performing entire modify improvements
for example class hierarchy examination at gather time
is to perform improvements at connection time. Later
work by Fernandez has researched utilizing
connection time improvement of Modula-3 projects to
change over dynamic dispatches to statically bound
calls when no overriding strategies were characterized
[fernandez 94]. This enhancement is comparative to
class hierarchy investigation.

Leverage of performing advancements at connection
time is that, on the grounds that the enhancements
work on machine code, they might be had an
association with the entire project, incorporating
libraries for which source code is inaccessible.
Notwithstanding, there are two impediments of
connection time advancements. To start with, since
the change of inform sends to statically-bound brings
happens in the linker, instead of the compiler, the
compiler's improvement devices can't be presented as
a powerful influence for the now statically-bound call
site; the aberrant profits of post-inlining improvements
could be more imperative than the straight profit of
dispensing with method call/ return groupings. Second,
consideration must be taken to avert interfacing from
getting a bottleneck in the editcompile- debug cycle.
Case in point, Fernandez's connection time analyzer
for Modula-3 performs code era from a machine-
autonomous transitional representation for the whole
project at each connection; Fernandez affirms that this

outline punishes turnaround time for little customizing
progressions.

Supplemental connection time advancements would
just build this punishment. Conversely, class hierarchy
dissection coupled with a particular negation system
underpins incremental recompilation, quick
connecting, and assemble time advancement of call
locales where source code of target strategies is
ready.

CONCLUSIONS

Class hierarchy dissection is a guaranteeing method
for dispensing with rapidly dispatched post sends
accordingly. Unlike language-level systems for
example non-virtual capacities in C++ and fixed
classes in Dylan, class hierarchy examination
enhances exhibition while protecting the source-level
semantics of content passing and the capability for
customers to subclass any class. To join class
hierarchy dissection successfully into existing static
class investigation schemas, we presented the cone
representation for a class furthermore its subclasses
and developed connects with sets for every technique
to back gather time technique lookup in the vicinity of
cones and different unions of classes. Cones
additionally give a methods for static sort assertions
to be combined into static class dissection. Class
hierarchy  examination encroaches a few
prerequisites on the underlying the earth, especially
to back incremental aggregation, however the
aforementioned expenses appear to be reasonable in
practice. The aforementioned methods have been
enabled in the Cecil compiler subsequent to the
Spring of 1994, where class hierarchy examination is
dependably performed as a rule and intermodule
reliance joins help particular recompilation. The Cecil
compiler is itself a 45,000-line Cecil project,
experiencing fast nonstop infrastructure and
expansion, giving some belief to the conviction that
class hierarchy examination is perfect with a project
the earth.

Class hierarchy examination is one and only of
various enhancements proposed for object-oriented
languages; others incorporate system specialization
and profile-guided collector class forecast. We
achieved and measured the aforementioned
procedures independently and in consolidation, on an
accumulation of medium to vast Cecil projects, to
attempt to confirm which procedures are definitive
adequate and where the methods could productively
be joined together. Of the systems that we examined,
profile-guided class forecast was the best in
disengagement at enhancing project exhibition.
Nonetheless, performing class hierarchy investigation
notwithstanding  profile-guided  class  forecast
furnished exhibition upgrades over profile-guided
class forecast separated from everyone else. Class
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hierarchy investigation depleted far less assembled
code space than customization, yet with more
diminutive exhibition picks up; the best effects are
realized by a profile-guided particular specialization
calculation  coordinated with class hierarchy
investigation.
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